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# Goals

The goal of the component is to validate client side components value and to show error message in case of validation error.

The component should be easy to use, and can print the error messages in different places of the screen.

The component should validate while user enter text (or change selected item in dropdown).

Component can validate multiple components (group) at once.

# Prerequisites

N/A

# Dependencies

## Depend on other components?

Childs components that are part of validation components: like regex-validation and required validator.

## Services used

N/A

## New external NPM modules

N/A

## Other components

Validation child components

## Module details

Validation.module imported by form-elements.module and exported in form-elements.module.

# User Interface

![](data:image/png;base64,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)

# Detailed Design

## Component HTML usage

<sdc-input #**email** label="Please enter valid email address" [maxLength]="50" required="true"></sdc-input>

<sdc-validation [validateElement]="**email**">

<sdc-required-validator message="Field is required!"></sdc-required-validator>

<sdc-regex-validator message="This is not a valid email!" [pattern]="emailPattern"></sdc-regex-validator>

</sdc-validation>

## Component structure

**ValidationGroupComponent**

**ValidationComponent**

**ValidatableComponent**

SdcInput

SdcDropDown

**ValidatorComponent**

RegexValidatorComponent

RequiredValidatorComponent

CustomValidatorComponent

# Classes explained

## ValidationComponent (validation.component.ts)

### Description:

Main validation component, wrapper for **ValidatorComponent**.

Has method validate that iterate over all validators and execute validate method in each one.

### Interfaces:

@Input() public validateElement: ValidatableComponent;

Reference to other angular component to validate, the other component should extends **ValidatableComponent** that implements **IValidatableComponent**

@Input() public disabled: boolean;

Set disable / enable validation

## ValidatableComponent (validatable.component.ts)

### Description:

Abstract class, that each component that wants to support validation should extend (for example input component). There are 2 important methods:

1. Abstract method getValue() <- the component (exp. sdc-input) should return the value.
2. protected valueChanged = (value: any) <- the component (exp. sdc-input) should call the method when the value changed.

### Example of implementation in sdc-input component:

public getValue(): any {

return this.value;

}

onKeyPress(value: string) {

this.valueChanged(this.value);

}

## IValidatableComponent (validatable.interface.ts)

### Description:

Interface with one method getValue(), **ValidatableComponent** implements this as abstract method.

## ValidationGroupComponent (validation-group.component.ts)

This is a wrapper component for group of elements, has public method validate(): Boolean that execute validate() method in each **ValidationComponent** in the group.

## ValidatorComponent (base.validator.component.ts)

### Description:

Base class for all validator components, each validator should extends this class.

The class is responsible for showing the error message including the icon.

## IValidator (validator.interface.ts)

### Description:

Validator interface, contain only one method that each validator should implement:

validate(value: any): void;

## Types of validators:

Each validator should extends **ValidatorComponent** implements **IValidator**

Base validator receives message and disabled inputs.

### RequiredValidatorComponent

Validate if user insert value or not

### RegexValidatorComponent

Validate the value against the regex pattern

### CustomValidatorComponent

Validate the value in callback function that return Boolean.

# Component Lifecycle

## ngAfterContentInit() in class ValidationComponent

Get reference to all validators components, and subscribe to value changed event in each **ValidatableComponent.**

# Test coverage

N/A

# Open Issues

N/A